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ABSTRACT

Oak Ridge National Laboratory (ORNL)’s Self-driven Experiments for Science / Interconnected Science Ecosystem (INTERSECT) architecture project, titled “An Open Federated Architecture for the Laboratory of the Future”, creates an open federated hardware/software architecture for the laboratory of the future using a novel system of systems (SoS) and microservice architecture approach, connecting scientific instruments, robot-controlled laboratories and edge/center computing/data resources to enable autonomous experiments, “self-driving” laboratories, smart manufacturing, and artificial intelligence (AI)-driven design, discovery and evaluation. The project describes science use cases as design patterns that identify and abstract the involved hardware/software components and their interactions in terms of control, work and data flow. It creates a SoS architecture of the federated hardware/software ecosystem that clarifies terms, architectural elements, the interactions between them and compliance. It further designs a federated microservice architecture, mapping science use case design patterns to the SoS architecture with loosely coupled microservices, standardized interfaces and multi programming language support. The primary deliverable of this project is an INTERSECT Open Architecture Specification, containing the science use case design pattern catalog, the federated SoS architecture specification and the federated microservice architecture specification. This document represents the science use case design pattern catalog of the INTERSECT Open Architecture Specification.
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1. INTRODUCTION


Autonomous experiments, “self-driving” laboratories and smart manufacturing employ machine-in-the-loop intelligence for decision-making. Human-in-the-loop needs are reduced by an autonomous online control that collects experiment data, analyzes it, and takes appropriate operational actions to steer an ongoing or plan a next experiment. It may be assisted by an AI that is trained online or offline with archived data and/or with synthetic data created by a digital twin. Analysis and decision making may also rely on rule-based approaches, causal models, and advanced statistical methods. Human interaction for experiment planning, observation and steering is performed through a human-machine interface.

A federated hardware/software architecture for connecting instruments with edge and center computing resources is needed that autonomously collects, transfers, stores, processes, curates, and archives scientific data in common formats. It must be able to communicate with scientific instruments and computing and data resources for orchestration and control across administrative domains, and with humans for critical decisions and feedback. Standardized communication and programming interfaces are needed that leverage community and custom software for scientific instruments, automation, workflows and data transfer. Pluggability is required to permit quickly adaptable and deployable solutions, reuse of partial solutions for different use cases, and the use of digital twins, such as a virtual instrument, robot or experiment. This federated hardware/software architecture needs to be an open standard to enable adoption by DOE’s science facilities.

Oak Ridge National Laboratory (ORNL)’s Self-driven Experiments for Science / Interconnected Science Ecosystem (INTERSECT) architecture project, titled “An Open Federated Architecture for the Laboratory of the Future”, creates an open federated hardware/software architecture for the laboratory of the future using a novel system of systems (SoS) and microservice architecture approach, connecting scientific instruments, robot-controlled laboratories and edge/center computing/data resources to enable autonomous experiments, “self-driving” laboratories, smart manufacturing, and AI-driven design, discovery and evaluation.

The project describes science use cases as design patterns that identify and abstract the involved hardware/software components and their interactions in terms of control, work and data flow. It creates a SoS architecture of the federated hardware/software ecosystem that clarifies terms, architectural elements, the interactions between them and compliance. It further designs a federated microservice architecture, mapping science use case design patterns to the SoS architecture with loosely coupled microservices, standardized interfaces and multi programming language support. The primary deliverable of this project is an INTERSECT Open Architecture Specification, containing the science use case design pattern catalog, the federated SoS architecture specification and the federated microservice architecture specification. This document represents the science use case design pattern catalog of the INTERSECT Open Architecture Specification.
2. TERMINOLOGY AND CONCEPTS

This section briefly describes some of the used terminology and concepts in this document for clarification purposes. The descriptions are thematically grouped and ordered by dependence, i.e., their relationships. Although many of the used terminology and concepts have additional meanings in science and engineering, their descriptions are based on the context they are being used in this document. This is by no means an exhaustive list, but rather represents the core descriptions needed to understand this document.

**General Terms:**

- **Experiment**: A test under controlled conditions to demonstrate a known truth, examine the validity of a hypothesis, or determine the properties of something.
- **Multi-experiment workflow**: A set of experiments performed in serial (one after another) and/or in parallel (simultaneously).
- **Campaign**: A scientific endeavor that may consist of one or more experiments that may take place sequentially or in parallel to answer a broader overarching scientific question.

**Experiment Devices:**

- **Sensor**: A device for measuring something before, during and/or after running an experiment.
- **Actuator**: A device for moving or controlling something before, during and/or after running an experiment.
- **Instrument**: A device containing sensors and potentially actuators.
- **Robot**: An automated or autonomous device containing actuators and potentially sensors.

**Experiment and Multi-experiment Workflow Data:**

- **Experiment plan**: A list of actions that need to be executed while running an experiment.
- **Experiment design plan**: An initial experiment plan and a plan for creating new experiment plans based on experiment results.
- **Multi-experiment workflow plan**: A list of actions that need to be executed while running a multi-experiment workflow, i.e., a set of experiments in serial and/or parallel.
- **Experiment result**: The data collected from sensors before, during and/or after running an experiment.

**Operational Experiment Properties:**

- **Automated**: Executing an existing experiment or multi-experiment workflow plan, by performing its list of actions, without external or human intervention that can unnecessarily hold up execution.
- **Autonomous**: Creating a new or modifying an existing experiment or multi-experiment workflow plan and executing it, by performing its list of actions, without external or human intervention that can unnecessarily hold up execution.

**Experiment and Workflow Control:**

- **Loop control**: The devices and functions necessary to automatically or autonomously perform an experiment or a multi-experiment workflow.
- **Open loop control**: A loop control without feedback, except to monitor the experiment(s) for safety reasons.
• **Closed loop control:** A loop control with feedback, such as to monitor experiment(s) progress or result and to adapt experiment or multi-experiment workflow plans.

• **OODA loop control:** A closed loop control with 4 distinct components: (1) *Observe* the evolving situation, (2) *Orient* the observed information for decision making, (3) *Decide* on appropriate actions, and (4) *Act* on the made decisions.

• **Experiment controller:** A component that executes an experiment plan by performing its list of actions and collecting any feedback.

• **Experiment planner:** A component that creates an experiment plan based on an experiment design plan and experiment results.

• **Multi-experiment workflow controller:** A component that executes a multi-experiment workflow plan by performing its list of actions and collecting any feedback.
3. DESIGN PATTERNS FOR SCIENCE USE CASES

The primary deliverable of ORNL’s INTERSECT architecture project, titled “An Open Federated Architecture for the Laboratory of the Future”, is an INTERSECT Open Architecture Specification, containing a use case design pattern catalog, a SoS architecture specification and a microservice architecture specification. It essentially offers different viewpoints of the INTERSECT Open Architecture, similar to the DoD Architecture Framework (DoDAF) [23] approach with its (1) operational scenarios; (2) composition, interconnectivity and context; (3) services and their capabilities; (4) policies, standards and guidance; and (5) capability.

The SoS architecture specification primarily follows the DoDAF approach and provides operational, data, logical and physical views of the architecture, among others. The use case design pattern catalog contains elements of the use case view, but is a separate document, as it follows the design pattern approach. Similarly, the microservice architecture specification contains elements of the service view, but follows the microservice architecture approach. The microservice architecture maps use case design patterns to the SoS architecture with loosely coupled microservices and standardized interfaces.

3.1 INTRODUCTION TO DESIGN PATTERNS

A design pattern is a description of a generalized solution to a recurring problem within a well-defined context. Design patterns are often created from best practices and contain the essential elements of the problems they tackle and their corresponding solutions. They offer a template on how to solve a specific problem that may apply to different situations. They may also describe different solution alternatives to a specific problem.

The concept of design patterns originates in civil architecture and engineering. Design patterns captured the detailed designs of towns and neighborhoods, houses, gardens and rooms with the goal of designing functional and aesthetically beautiful living spaces and structures. They identify and catalog solutions to recurrent problems encountered during the process of building and planning. Each pattern describes a problem that occurs repeatedly in our environment and the core of the solution to that problem in such a way that it may be used a million times over, without ever doing it the same way twice [2].

In general, a design pattern identifies the key aspects of a solution and creates an abstract description that makes it useful in the creation of a reusable design element. Patterns don’t describe a concrete design or an implementation - they are intended to be templates that may be applied by a designer in various contexts and modified to suit the problem at hand. Patterns are also free from constraints of detail associated with the level of system abstraction at which the solution is implemented. Patterns also describe the design decisions that must be made when applying a certain solution. This enables a designer to reason about the impact of the design decisions on a system’s flexibility or scalability as well as consider implementation issues. Design patterns must address a specific problem at hand, and yet must be general enough to remain relevant to future requirements of systems.

In the domain of software design, patterns were introduced in an effort to create reusable solutions in the design of software and bring discipline to the art of programming. The intent of software design patterns isn’t to provide a finished design that may be transformed directly into code; rather, design patterns are used to enhance the software development process by providing proven development paradigms. With the use of design patterns, there is sufficient flexibility for software developers to adapt their implementation to accommodate any constraints, or issues that may be unique to specific programming paradigms, or the
target platform for the software. Related to design patterns, the concept of algorithmic skeletons was introduced [6] and further refined [7].

In the context of object-oriented (OO) programming, design patterns provide a catalog of methods for defining class interfaces and inheritance hierarchies, and establish key relationships among the classes [11]. In many object-oriented systems, reusable patterns of class relationships and communications between objects are used to create flexible, elegant, and ultimately reusable software design. There are three categories of OO patterns: (i) **creational** patterns for ways to do instantiation of objects, (ii) **structural** patterns concerned with class and object composition, and (iii) **behavioral** patterns for communication between objects. Patterns have also been defined in the design of software architectures [4] to capture repeatedly used methodologies in software engineering practice. Pattern systems have also been developed for cataloging concurrent and networked object-oriented environments [20], resource management [16], and distributed software systems [5].

In the pursuit of quality and scalable parallel software, patterns for programming paradigms were developed [17] as well as a pattern language, called Our Pattern Language (OPL) [15]. These parallel patterns are used as means to systematically describe parallel computation and communication when architecting parallel software. In an effort to enable a more structured approach to designing and implementing parallel applications, particularly for many-core processors, a catalog of parallel patterns enables programmers to compose parallel algorithms, which may be easily implemented using various programming interfaces such as OpenMP, OpenCL, Cilk Plus, ArBB, Thread Building Blocks (TBB) [18]. For the design of parallel algorithms, deterministic patterns support the development of systems that automatically avoid unsafe race conditions and deadlock [19].

Design patterns have been identified in a variety of other domains for codifying the best-known solutions to common problems, including natural language processing [22], user interface design [3], web design [9], visualization [12], software security [8] and high-performance computing (HPC) resilience [14, 13]. Patterns have also been defined for enterprise applications that involve data processing in support or automation of business processes [10] in order to bring structure to the construction of enterprise application architectures. In each of these domains of design, patterns capture the essence of effective solutions in a succinct form that may be easily applied in similar form to other contexts and problems.

### 3.2 ANATOMY OF A SCIENCE USE CASE DESIGN PATTERN

Reducing human-in-the-loop requirements with machine-in-the-loop capabilities by connecting scientific instruments, robot-controlled laboratories and edge/center computing/data resources to enable autonomous experiments, “self-driving” laboratories, smart manufacturing, and AI-driven design, discovery and evaluation is an inherent open or closed loop control problem. Therefore, the basic template for a science use case design pattern is defined in a loop control problem paradigm. The abstract science use case design pattern consists of a behavior and a set of interfaces in the context of performing a single or a set of experiments in an open or closed loop control problem. Such an abstract definition creates universal patterns that describe solutions free of implementation details.

### 3.3 FORMAT OF A SCIENCE USE CASE DESIGN PATTERN

Design patterns for science use cases are expressed in a written form and in a highly structured format, which permits quick identification of relevant patterns given a certain problem to be solved and easy
comparison of patterns regarding their applicability and capabilities. The format for describing science use case design patterns consists of individual descriptions of pattern properties, including text, diagrams, and mathematical models. It can be extended over time by adding more pattern properties and their descriptions. The current science use case design pattern format is as follows:

**Name:** A descriptive name that distinctly identifies the pattern and enables designers to think about designs in an abstract manner and communicate their design choices to others.

**Problem:** A description of the problem that provides insight on when it is appropriate to apply the pattern. Multiple patterns may address the same problem differently.

**Context:** The preconditions under which the pattern is relevant, including a description of the system before the pattern is applied.

**Forces:** A description of the relevant forces and constraints, and how they interact or conflict with each other and with the intended goals and objectives.

**Solution:** A description of the solution that defines the abstract elements that are necessary for the composition of the design solution as well as their relationships, responsibilities, and collaborations.

**Capabilities:** The specific capabilities provided by this pattern in terms of the loop control problem it solves.

**Resulting Context:** A brief description of the post-conditions arising from the application of the pattern. There may be trade-offs between competing optimization parameters that arise due to the implementation of a solution using this pattern.

**Related Patterns:** The relationships between this pattern and other relevant patterns. Other patterns may be predecessor or successor patterns. This pattern may complement or enhance other patterns. There may also be dependencies between patterns to provide a complete solution.

---

**Figure 3-1. Science use case anatomy as experiment loop control problem and as multi-experiment workflow loop control problem**

(a) Experiment loop control problem

(b) Multi-experiment workflow loop control problem
4. CLASSIFICATION OF SCIENCE USE CASE DESIGN PATTERNS

As explained in Section 3.1, there can be different categories, or classes, of design patterns, depending on context. A classification of patterns helps to identify groups of patterns that address similar problems in different ways or that describe solutions at different levels of granularity or from different points of view. A classification scheme codifies these relationships between patterns and enables designers to better understand individual pattern capabilities and relationships. It also further helps to understand how patterns rely on each other and can be composed to form a complete solution.

The classification of science use case design patterns is work in progress at this stage of this document. At this point, there are two classes of science use case design patterns (Figure 4-1): (1) strategy patterns that define high-level solution methods using experiment control architecture features at a very coarse granularity, and (2) architectural patterns that define more specific solution methods using hardware and software architecture features at a finer granularity. While the architectural patterns do inherit the features of certain parent strategy patterns, they also address additional problems that are not exposed at the high abstraction level of the strategy patterns.

![Figure 4-1. Classification of the science use case design patterns](image)

4.1 STRATEGY PATTERNS

The science use case strategy patterns define high-level solution methods using experiment control architecture features at a very coarse granularity. Their descriptions are deliberately abstract to enable architects to reason about the overall organization of the used techniques and their implications on the full system design. The catalog of science use case design patterns defines the following strategy patterns in Section 5.1:

- Experiment Control
- Experiment Steering
- Design of Experiments
- Multi-Experiment Workflow

The experiment control architecture features of these science use case strategy patterns and their relationships are compared in Table 4-1.

4.2 ARCHITECTURAL PATTERNS

Architectural patterns define more specific solution methods using hardware and software architecture features at a finer granularity. They offer more detailed descriptions, conveying different design choices for implementing strategy patterns and their abstract architectural features. Architectural patterns inherit the
Table 4-1. Feature comparison and relationships of the science use case strategy patterns

<table>
<thead>
<tr>
<th>Feature</th>
<th>Experiment Control</th>
<th>Experiment Steering</th>
<th>Design of Experiments</th>
<th>Multi-Experiment Workflow</th>
</tr>
</thead>
<tbody>
<tr>
<td># of experiments</td>
<td>1</td>
<td>1</td>
<td>Multiple</td>
<td>Multiple</td>
</tr>
<tr>
<td>Control type</td>
<td>Open loop</td>
<td>Closed loop</td>
<td>Closed loop</td>
<td>Open loop</td>
</tr>
<tr>
<td>Operation type</td>
<td>Automated</td>
<td>Autonomous</td>
<td>Autonomous</td>
<td>Automated</td>
</tr>
<tr>
<td>Extends</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Uses</td>
<td></td>
<td>Experiment Control</td>
<td>Experiment Control</td>
<td></td>
</tr>
<tr>
<td>May also use</td>
<td></td>
<td></td>
<td>Experiment Steering</td>
<td>Experiment Steering,</td>
</tr>
<tr>
<td>or use instead</td>
<td></td>
<td></td>
<td>Design of Experiments</td>
<td></td>
</tr>
</tbody>
</table>

features of their parent strategy patterns. However, they also address additional problems through specific design choices that are not exposed at the high abstraction level of the parent strategy patterns.

The architectural patterns provide abstractions for the different hardware/software architecture choices of implementing experiment control and workflow, such as using experiment-local, edge and/or center computing and data resources. The catalog of science use case design patterns defines the following architectural patterns in Section 5.2:

- Local Experiment Control
- Remote Experiment Control
- Local Experiment Steering
- Remote Experiment Steering
- Local Design of Experiments
- Remote Design of Experiments

Table 4-2 shows the architectural patterns and their relationships to the strategy patterns.

Table 4-2. Relationships of the science use case strategy and architectural patterns

<table>
<thead>
<tr>
<th>Architectural Pattern</th>
<th>Implements Strategy Pattern</th>
</tr>
</thead>
<tbody>
<tr>
<td>Local Experiment Control</td>
<td>Experiment Control</td>
</tr>
<tr>
<td>Remote Experiment Control</td>
<td>Experiment Control</td>
</tr>
<tr>
<td>Local Experiment Steering</td>
<td>Experiment Steering</td>
</tr>
<tr>
<td>Remote Experiment Steering</td>
<td>Experiment Steering</td>
</tr>
<tr>
<td>Local Design of Experiments</td>
<td>Design of Experiments</td>
</tr>
<tr>
<td>Remote Design of Experiments</td>
<td>Design of Experiments</td>
</tr>
</tbody>
</table>
5. CATALOG OF SCIENCE USE CASE DESIGN PATTERNS

5.1 STRATEGY PATTERNS

5.1.1 Experiment Control

Name: Experiment Control

Problem: Certain predetermined actions need to be performed while running an experiment.

Context: The pattern applies to a system with the following characteristics:

- An experiment plan exists that lists the predetermined actions to be performed while running the experiment.
- Actuators may exist to allow for moving or controlling something before, during and/or after running the experiment.
- Sensors may exist to allow for measuring something before, during and/or after running the experiment.
- Instruments may exist that contain sensors and potentially actuators.
- Robots may exist that contain actuators and potentially sensors and that execute predetermined actions from the experiment plan in an automated or autonomous fashion.

Forces: Only pre-experiment conditions are considered in performing the predetermined actions while running an experiment. Only safety-related conditions during the experiment may be considered. Other changing conditions during the experiment or post-experiment conditions are not considered.

Solution: An experiment controller executes an experiment using a predetermined experiment plan (Figure 5-1). The plan’s execution is automated, performed in an open loop control and may involve human interaction. The controller may monitor the experiment for safety reasons. The plan contains a complete description of the predetermined actions to be performed for running the experiment, including any safety-related responses.

![Figure 5-1. Experiment Control strategy pattern components and control/data flow](image)

Capabilities: This pattern offers an open loop control with safety-related feedback on the experiment only. Experiment plan execution is automated, i.e., its list of actions is performed without external or human intervention that can unnecessarily hold up execution. Only 1 experiment is being controlled.

Resulting Context: An experiment is executed automatically using a predetermined plan.

Related Patterns: The Experiment Steering strategy pattern extends this strategy pattern with a closed loop control and feedback on experiment progress. The Multi-Experiment Workflow and Design of Experiments strategy patterns rely on this strategy pattern for automatically executing a predetermined experiment plan.
5.1.2 Experiment Steering

**Name:** Experiment Steering

**Problem:** Certain predetermined actions need to be performed while running an experiment, depending on experiment progress.

**Context:** The pattern applies to a system with the following characteristics:

- An experiment plan exists that lists the predetermined actions to be performed while running the experiment, including potential parameter changes based on experiment progress.
- Sensors exist to allow for measuring experiment progress.
- Actuators may exist to allow for moving or controlling something before, during and/or after running the experiment.
- Additional sensors may exist to allow for measuring something before, during and/or after running the experiment.
- Instruments may exist that contain sensors and potentially actuators.
- Robots may exist that contain actuators and potentially sensors and that execute predetermined actions from the experiment plan in an automated or autonomous fashion.

**Forces:** Only pre-experiment conditions and changing conditions during the experiment are considered in performing the predetermined actions while running an experiment. Post-experiment conditions are not considered.

**Solution:** An experiment controller executes an experiment using a predetermined experiment plan and changes the plan’s parameters during execution based on experiment progress (Figure 5-2). The plan’s execution is autonomous, performed in a closed loop control and may involve human interaction. The controller may monitor the experiment for safety reasons. The plan contains a complete description of the predetermined actions to be performed for running the experiment, including any safety-related responses and how to analyze and judge experiment progress and change the plan accordingly.

![Figure 5-2. Experiment Steering strategy pattern components and control/data flow](image)

**Capabilities:** This pattern offers a closed loop control with safety-related feedback on the experiment and feedback on experiment progress. Experiment plan execution is autonomous, i.e., its list of actions changes during execution based on feedback and is performed without external or human intervention that can unnecessarily hold up execution. Only 1 experiment is being controlled.

**Resulting Context:** An experiment is executed autonomously using a predetermined experiment plan, with the plan’s parameters changing autonomously during the experiment based on experiment progress.

**Related Patterns:** This strategy pattern is an extension of the Experiment Control strategy pattern with an added closed loop control and feedback on experiment progress. The Multi-Experiment Workflow and Design of Experiments strategy patterns can be extended using this strategy pattern for autonomously
executing a predetermined experiment plan, with the plan’s parameters changing autonomously during experiments based on experiment progress.

This strategy pattern is implemented by the Local Experiment Steering and Remote Experiment Steering architectural patterns.
5.1.3 Design of Experiments

Name: Design of Experiments

Problem: Certain predetermined actions need to be performed to run a set of similar experiments with different experiment plan parameters, depending on experiment results.

Context: The pattern applies to a system with the following characteristics:

- An experiment design plan exists that lists the predetermined actions to be performed for creating a new experiment plan based on prior experiment results.
- An initial experiment plan exists that lists the predetermined actions to be performed while running the experiment.
- Sensors exist to allow for measuring experiment results.
- Actuators may exist to allow for moving or controlling something before, during and/or after running the experiment.
- Additional sensors may exist to allow for measuring something before, during and/or after running the experiment.
- Instruments may exist that contain sensors and potentially actuators.
- Robots may exist that contain actuators and potentially sensors and that execute predetermined actions from the experiment plan in an automated or autonomous fashion.

Forces: Only pre- and post-experiment conditions are considered in performing the predetermined actions to run a set of similar experiments with different experiment plan parameters. Only safety-related conditions during the experiment may be considered. Other changing conditions during the experiments are not considered, unless the Experiment Steering strategy pattern is being used in conjunction with this strategy pattern.

Solution: An experiment controller executes each experiment using a predetermined experiment plan (Figure 5-3). The plan’s execution is automated, performed in an open loop control and may involve human interaction. The controller may monitor the experiment for safety reasons. The experiment plan contains a complete description of the predetermined actions to be performed for running the experiment, including any safety-related responses. An experiment planner creates the experiment plan, based on an experiment design plan and prior experiment results (if any). The experiment plan change is autonomous, performed in a closed loop control and may involve human interaction. The experiment design plan contains an initial experiment plan and a plan for creating new experiment plans based on experiment results, including how to analyze and judge experiment results and change the plan accordingly.

![Figure 5-3. Design of Experiments strategy pattern components and control/data flow](image)

Capabilities: This pattern offers an open loop control with safety-related feedback on the experiment and a separate closed loop control with feedback on experiment results. Experiment plan execution is automated within the open loop control, i.e., its list of actions is performed without external or human intervention.
that can unnecessarily hold up execution. Experiment design plan execution is autonomous, i.e., it creates a
new experiment plan after each experiment based on experiment results and is performed without external
or human intervention that can unnecessarily hold up execution. A set of similar experiments with different
experiment plan parameters is controlled.

**Resulting Context:** An experiment is executed autonomously with different experiment plan parameters
using a predetermined experiment plan, with the plan’s parameters changing autonomously between
experiments based on experiment results.

**Related Patterns:** This strategy pattern relies on the Experiment Control strategy pattern for automatically
executing a predetermined experiment plan. This strategy pattern can be extended using the Experiment
Steering strategy pattern (instead of the Experiment Control strategy pattern) for autonomously executing a
predetermined experiment plan, with the plan’s parameters changing autonomously during experiments
based on experiment progress.

This strategy pattern is implemented by the Local Design of Experiments and Remote Design of
Experiments architectural patterns.
5.1.4 Multi-Experiment Workflow

Name: Multi-Experiment Workflow

Problem: Certain predetermined actions need to be performed to run a set of experiments in serial (one after another) and/or in parallel (simultaneously).

Context: The pattern applies to a system with the following characteristics:

- A multi-experiment workflow plan exists that lists the predetermined actions to be performed for executing each experiment plan.
- An experiment plan exists for each experiment that lists the predetermined actions to be performed while running the experiment.
- Actuators may exist to allow for moving or controlling something before, during and/or after running the experiment.
- Sensors may exist to allow for measuring something before, during and/or after running the experiment.
- Instruments may exist that contain sensors and potentially actuators.
- Robots may exist that contain actuators and potentially sensors and that execute predetermined actions from the experiment plan in an automated or autonomous fashion.

Forces: Only pre- and post-experiment conditions are considered in performing the predetermined actions to run the set of experiments in serial and/or parallel. Safety-related conditions during the experiments may be considered. Only pre-experiment conditions are considered in performing the predetermined actions while running each experiment individually, unless the Experiment Steering strategy pattern or the Design of Experiments strategy pattern are being used for some or all experiments. If the Experiment Steering strategy pattern is being used for a particular experiment, then changing conditions during this experiment are considered in performing the predetermined actions while running it. If the Design of Experiments strategy pattern is being used for a particular experiment, then post-experiment conditions are considered in performing the predetermined actions to run it with different experiment plan parameters.

Solution: A multi-experiment workflow controller orchestrates the execution of the experiments using a predetermined multi-experiment workflow plan (Figure 5-4). The multi-experiment workflow plan’s execution is automated, performed in an open loop control and may involve human interaction. The multi-experiment workflow controller may monitor one or more experiment controllers for dependency reasons. The multi-experiment workflow plan contains a complete description of the predetermined actions to be performed for orchestrating the execution of the experiments including any dependency-related responses.

Multiple experiment controllers execute their experiments using their predetermined experiment plan. Each plan’s execution is automated, performed in an open loop control and may involve human interaction. Each experiment controller may monitor the experiment for safety reasons. Each experiment plan contains a complete description of the predetermined actions to be performed for running its experiment, including any safety-related responses.

Some experiments may be executed in parallel, as they do not depend on each other, while other experiment may be executed in serial due to dependencies. The orchestration of the execution follows a directed acyclic graph (DAG) with the experiments as vertices and the edges as dependencies (Figure 5-5). A dependency between experiments may arise when one experiment needs the result of another.
Figure 5-4. Multi-Experiment Workflow strategy pattern components and control/data flow

Figure 5-5. Example of a Multi-Experiment Workflow strategy pattern directed acyclic graph

Capabilities: This pattern offers an open loop control with safety-related feedback on each experiment and a separate loop control with safety-related feedback for each experiment. Experiment plan execution is automated within the open loop control for each experiment, i.e., its list of actions is performed without external or human intervention that can unnecessarily hold up execution. Multi-experiment workflow plan execution is automated within the open loop control for all experiments, i.e., its list of actions is performed without external or human intervention that can unnecessarily hold up execution. A set of serial and/or parallel experiments is controlled.

Resulting Context: Experiments are executed automatically in serial and/or parallel using a predetermined plan.

Related Patterns: This strategy pattern relies on the Experiment Control strategy pattern for automatically executing each predetermined experiment plan. This strategy pattern can be extended using the Experiment Steering strategy pattern (instead of the Experiment Control strategy pattern) for autonomously executing some or all predetermined experiment plans, with each plan’s parameters changing autonomously during experiments based on progress. This strategy pattern can also be extended using the Design of Experiments strategy pattern for autonomously executing some or all predetermined experiment plans, with each plan’s parameters changing autonomously between experiments based on results. The Experiment Control, Experiment Steering and Design of Experiments strategy patterns can be used together in conjunction with this strategy pattern, individually for each experiment of the multi-experiment workflow. However, the
Experiment Control and Experiment Steering strategy patterns are mutually exclusive for the same experiment, as the Experiment Steering strategy pattern extends the Experiment Control strategy pattern.
5.2 ARCHITECTURAL PATTERNS

5.2.1 Local Experiment Control

Name: Local Experiment Control

Problem: Certain predetermined actions need to be performed while running an experiment. A local experiment controller executes an experiment. There are no remote components that could incur a significant communication delay.

Context: The pattern applies to a system with the following characteristics:

- An experiment plan exists that lists the predetermined actions to be performed while running the experiment.
- A local experiment controller exists that executes the predetermined actions to be performed while running the experiment.
- Actuators may exist to allow for moving or controlling something before, during and/or after running the experiment.
- Sensors may exist to allow for measuring something before, during and/or after running the experiment.
- Instruments may exist that contain sensors and potentially actuators.
- Robots may exist that contain actuators and potentially sensors and that execute predetermined actions from the experiment plan in an automated or autonomous fashion.
- A component may exist that post-processes raw experiment data, such as to identify features.

Forces: Only pre-experiment conditions are considered in performing the predetermined actions while running an experiment. Only safety-related conditions during the experiment may be considered. Other changing conditions during the experiment or post-experiment conditions are not considered.

Solution: The is pattern implements the Experiment Control strategy pattern. A local experiment controller executes an experiment using a predetermined experiment plan (Figure 5-7). The plan’s execution is automated, performed in an open loop control and may involve human interaction. The controller may monitor the experiment for safety reasons. The plan contains a complete description of the predetermined actions to be performed for running the experiment, including any safety-related responses. Raw experiment data may be post-processed by an optional component, such as to identify features.

As all components are local, a shared storage device may be used between them for sensor and controller data. Control messages between these components orchestrate the control flow.

Capabilities: This pattern offers an open loop control with safety-related feedback on the experiment only. Experiment plan execution is automated, i.e., its list of actions is performed without external or human intervention that can unnecessarily hold up execution. Only 1 experiment is being controlled. There is no significant communication delay to remote components in the open loop control, as the experiment controller is local.

Resulting Context: An experiment is executed automatically using a predetermined plan executed by a local experiment controller, i.e., without significant communication delay to remote components.
**Related Patterns:** This architectural pattern implements the Experiment Control strategy pattern.

In contrast to this architectural pattern, the Remote Experiment Control architectural pattern executes a predetermined plan using a remote experiment controller, i.e., with significant communication delay to remote components.
5.2.2 Remote Experiment Control

Name: Remote Experiment Control

Problem: Certain predetermined actions need to be performed while running an experiment. A remote experiment controller executes an experiment, incurring a potentially significant communication delay.

Context: The pattern applies to a system with the following characteristics:

- An experiment plan exists that lists the predetermined actions to be performed while running the experiment.
- A remote experiment controller exists that executes the predetermined actions to be performed while running the experiment.
- Actuators may exist to allow for moving or controlling something before, during and/or after running the experiment.
- Sensors may exist to allow for measuring something before, during and/or after running the experiment.
- Instruments may exist that contain sensors and potentially actuators.
- Robots may exist that contain actuators and potentially sensors and that execute predetermined actions from the experiment plan in an automated or autonomous fashion.
- A component may exist that post-processes raw experiment data, such as to identify features.

Forces: Only pre-experiment conditions are considered in performing the predetermined actions while running an experiment. Only safety-related conditions during the experiment may be considered. Other changing conditions during the experiment or post-experiment conditions are not considered.

Experiment actions are controlled with significant communication delay to remote components. Proper control capability does not need to be local, but must be able to act in time.

Solution: The pattern implements the Experiment Control strategy pattern. A remote experiment controller executes an experiment using a predetermined experiment plan (Figure 5-7). The plan’s execution is automated, performed in an open loop control and may involve human interaction. The controller may monitor the experiment for safety reasons. The plan contains a complete description of the predetermined actions to be performed for running the experiment, including any safety-related responses. Raw experiment data may be post-processed by an optional component, such as to identify features.

As the experiment controller is remote, component-local storage and explicit data transfer between components may be used for sensor and controller data. Control messages between these components orchestrate the control flow.

Capabilities: This pattern offers an open loop control with safety-related feedback on the experiment only. Experiment plan execution is automated, i.e., its list of actions is performed without external or human intervention that can unnecessarily hold up execution. Only 1 experiment is being controlled. There is a significant communication delay to remote components in the open loop control, as the experiment controller is remote.

Resulting Context: An experiment is executed automatically using a predetermined plan executed by a remote experiment controller, i.e., with significant communication delay to remote components.

Related Patterns: This architectural pattern implements the Experiment Control strategy pattern.
In contrast to this architectural pattern, the Local Experiment Control architectural pattern executes a predetermined plan using a local experiment controller, i.e., without significant communication delay to remote components.
5.2.3 Local Experiment Steering

**Name:** Local Experiment Steering

**Problem:** Certain predetermined actions need to be performed while running an experiment, depending on experiment progress. Experiment progress is analyzed and judged locally. There are no remote components that could incur a significant communication delay.

**Context:** The pattern applies to a system with the following characteristics:

- An experiment plan exists that lists the predetermined actions to be performed while running the experiment, including potential parameter changes based on experiment progress.
- A local experiment controller exists that executes the predetermined actions to be performed while running the experiment.
- A local experiment analyzer exists that orients the observed information for the experiment controller.
- Sensors exist to allow for measuring experiment progress.
- Actuators may exist to allow for moving or controlling something before, during and/or after running the experiment.
- Additional sensors may exist to allow for measuring something before, during and/or after running the experiment.
- Instruments may exist that contain sensors and potentially actuators.
- Robots may exist that contain actuators and potentially sensors and that execute predetermined actions from the experiment plan in an automated or autonomous fashion.
- A component may exist that post-processes raw experiment data, such as to identify features.

**Forces:** Only pre-experiment conditions and changing conditions during the experiment are considered in performing the predetermined actions while running an experiment. Post-experiment conditions are not considered.

Experiment progress is analyzed and judged without significant communication delay to remote components. Proper computational analysis and decision making capability must be present locally to be able to respond within a certain amount of time.

**Solution:** The is pattern implements the Experiment Steering strategy pattern using an observe, orient, decide, and act (OODA) loop control. All components of the OODA loop control are local, i.e., physically located and connected in a way that does not incur a significant communication delay between the components.

As in the Experiment Steering strategy pattern, an experiment controller executes an experiment using a predetermined experiment plan and changes the plan’s parameters during execution based on experiment progress (Figure 5-8). The plan’s execution is autonomous, performed in a closed loop control and may involve human interaction. The controller may monitor the experiment for safety reasons. The plan contains a complete description of the predetermined actions to be performed for running the experiment, including any safety-related responses and how to analyze and judge experiment progress and change the plan accordingly. Raw experiment data may be post-processed by an optional component, such as to identify features.

The OODA loop control is formed by sensors that observe the experiment, an analyzer that orients the observed information, an experiment controller that decides on appropriate actions and actuators that
perform the appropriate actions. As all components of the OODA loop control are local, a shared storage device may be used between them for sensor, analyzer and controller data. Control messages between these components orchestrate the control flow.

**Figure 5-8. Local Experiment Steering architectural pattern components and control/data flow**

**Capabilities:** This pattern offers a closed OODA loop control with safety-related feedback on the experiment and feedback on experiment progress. Experiment plan execution is autonomous, i.e., its list of actions changes during execution based on feedback and is performed without external or human intervention that can unnecessarily hold up execution. Only 1 experiment is being controlled. There is no significant communication delay to remote components in the closed OODA loop control, as the experiment progress analysis is local and the experiment controller is local as well.

**Resulting Context:** An experiment is executed autonomously using a predetermined experiment plan, with the plan’s parameters changing autonomously during the experiment based on experiment progress. Experiment progress is analyzed and judged locally, i.e., without significant communication delay to remote components.

**Related Patterns:** This architectural pattern implements the Experiment Steering strategy pattern.

In contrast to this architectural pattern, the Remote Experiment Steering architectural pattern analyzes and potentially also judges experiment progress remotely, i.e., with significant communication delay to remote components.
5.2.4 Remote Experiment Steering

Name: Remote Experiment Steering

Problem: Certain predetermined actions need to be performed while running an experiment, depending on experiment progress. Experiment progress is analyzed and optionally also judged/controlled remotely, incurring a potentially significant communication delay.

Context: The pattern applies to a system with the following characteristics:

- An experiment plan exists that lists the predetermined actions to be performed while running the experiment, including potential parameter changes based on experiment progress.
- A local or remote experiment controller exists that executes the predetermined actions to be performed while running the experiment.
- A remote experiment analyzer exists that orients the observed information for the experiment controller.
- Sensors exist to allow for measuring experiment progress.
- Actuators may exist to allow for moving or controlling something before, during and/or after running the experiment.
- Additional sensors may exist to allow for measuring something before, during and/or after running the experiment.
- Instruments may exist that contain sensors and potentially actuators.
- Robots may exist that contain actuators and potentially sensors and that execute predetermined actions from the experiment plan in an automated or autonomous fashion.
- A component may exist that post-processes raw experiment data, such as to identify features.

Forces: Only pre-experiment conditions and changing conditions during the experiment are considered in performing the predetermined actions while running an experiment. Post-experiment conditions are not considered.

Experiment progress is analyzed and optionally also judged with significant communication delay to remote components. Proper computational analysis and decision making capability does not need to be local, but must be able to respond within a certain amount of time.

Solution: The is pattern implements the Experiment Steering strategy pattern using an OODA loop control. The Orient component and optionally the Decide component of the of the OODA loop control are remote, i.e., physically located and connected in a way that does incur a significant communication delay between the components.

As in the Experiment Steering strategy pattern, an experiment controller executes an experiment using a predetermined experiment plan and changes the plan’s parameters during execution based on experiment progress (Figure 5-9). The plan’s execution is autonomous, performed in a closed loop control and may involve human interaction. The controller may monitor the experiment for safety reasons. The plan contains a complete description of the predetermined action to be performed for running the experiment, including any safety-related responses and how to analyze and judge experiment progress and change the plan accordingly. Raw experiment data may be post-processed by an optional component, such as to identify features.

The OODA loop control is formed by sensors that observe the experiment, an analyzer that orients the observed information, an experiment controller that decides on appropriate actions and actuators that
perform the appropriate actions. As some components of the OODA loop control are remote, component-local storage and explicit data transfer between components may be used for sensor, analyzer and controller data. Control messages between these components orchestrate the control flow.

**Figure 5-9. Remote Experiment Steering architectural pattern components and control/data flow**

**Capabilities:** This pattern offers a closed OODA loop control with safety-related feedback on the experiment and feedback on experiment progress. Experiment plan execution is autonomous, i.e., its list of actions changes during execution based on feedback and is performed without external or human intervention that can unnecessarily hold up execution. Only 1 experiment is being controlled. There is a significant communication delay to remote components in the closed OODA loop control, as the experiment progress analysis is remotely and the experiment controller may be remote as well.

**Resulting Context:** An experiment is executed autonomously using a predetermined experiment plan, with the plan’s parameters changing autonomously during the experiment based on experiment progress. Experiment progress is analyzed and potentially also judged remotely, i.e., with significant communication delay to remote components.

**Related Patterns:** This architectural pattern implements the Experiment Steering strategy pattern.

In contrast to this architectural pattern, the Local Experiment Steering architectural pattern analyzes and judges experiment progress locally, i.e., without significant communication delay to remote components.
5.2.5 Local Design of Experiments

Name: Local Design of Experiments

Problem: Certain predetermined actions need to be performed to run a set of similar experiments with different experiment plan parameters, depending on experiment results. Experiment results are analyzed and judged locally. There are no remote components that could incur a significant communication delay.

Context: The pattern applies to a system with the following characteristics:

- An experiment design plan exists that lists the predetermined actions to be performed for creating a new experiment plan based on prior experiment results.
- An initial experiment plan exists that lists the predetermined actions to be performed while running the experiment.
- A local experiment planner exists that creates the new experiment plan based on prior experiment results.
- A local experiment controller exists that executes the predetermined actions to be performed while running the experiment.
- A local experiment analyzer exists that orients the observed information for the experiment planner.
- Sensors exist to allow for measuring experiment results.
- Actuators may exist to allow for moving or controlling something before, during and/or after running the experiment.
- Additional sensors may exist to allow for measuring something before, during and/or after running the experiment.
- Instruments may exist that contain sensors and potentially actuators.
- Robots may exist that contain actuators and potentially sensors and that execute predetermined actions from the experiment plan in an automated or autonomous fashion.
- A component may exist that post-processes raw experiment data, such as to identify features.

Forces: Only pre- and post-experiment conditions are considered in performing the predetermined actions to run a set of similar experiments with different experiment plan parameters. Only safety-related conditions during the experiment may be considered. Other changing conditions during the experiments are not considered, unless the Experiment Steering strategy pattern is being used in conjunction with this architectural pattern, such as by using the Local Experiment Steering or Remote Experiment Steering architectural patterns.

Experiment results are analyzed and judged without significant communication delay to remote components. Proper computational analysis and decision making capability must be present locally to be able to respond within a certain amount of time.

Solution: The is pattern implements the Design of Experiments strategy pattern using an OODA loop control. All components of the OODA loop control are local, i.e., physically located and connected in a way that does not incur a significant communication delay between the components.

As in the Design of Experiments strategy pattern, an experiment controller executes each experiment using a predetermined experiment plan (Figure 5-10). The plan’s execution is automated, performed in an open loop control and may involve human interaction. The controller may monitor the experiment for safety reasons. The experiment plan contains a complete description of the predetermined actions to be performed for running the experiment, including any safety-related responses. An experiment planner creates the
experiment plan, based on an experiment design plan and prior experiment results (if any). The experiment plan change is autonomous, performed in a closed loop control and may involve human interaction. The experiment design plan contains an initial experiment plan and a plan for creating new experiment plans based on experiment results, including how to analyze and judge experiment results and change the plan accordingly. Raw experiment data may be post-processed by an optional component, such as to identify features.

The OODA loop control is formed by sensors that observe the experiment, an analyzer that orients the observed information, an experiment planner that decides on appropriate actions, and an experiment controller and actuators that perform the appropriate actions. As all components of the OODA loop control are local, a shared storage device may be used between them for sensor, analyzer, planner and controller data. Control messages between these components orchestrate the control flow.

![Figure 5-10. Local Design of Experiments architectural pattern components and control/data flow](image)

**Capabilities:** This pattern offers an open loop control with safety-related feedback on the experiment and a separate closed OODA loop control with feedback on experiment results. Experiment plan execution is automated within the open loop control, i.e., its list of actions is performed without external or human intervention that can unnecessarily hold up execution. Experiment design plan execution is autonomous, i.e., it creates a new experiment plan after each experiment based on experiment results and is performed without external or human intervention that can unnecessarily hold up execution. A set of similar experiments with different experiment plan parameters is controlled. There is no significant communication delay to remote components in the open loop control, as the experiment controller is local. There is also no significant communication delay to remote components in the closed OODA loop control, as the experiment result analysis and experiment planner are local as well.

**Resulting Context:** An experiment is executed autonomously with different experiment plan parameters
using a predetermined experiment plan, with the plan’s parameters changing autonomously between experiments based on experiment results. Experiment results are analyzed and judged locally, i.e., without significant communication delay to remote components.

**Related Patterns:** This architectural pattern implements the Design of Experiments strategy pattern. It relies on the Experiment Control strategy pattern for automatically executing a predetermined experiment plan. This architectural pattern can be extended using the Experiment Steering strategy pattern (instead of the Experiment Control strategy pattern) for autonomously executing a predetermined experiment plan, with the plan’s parameters changing autonomously during experiments based on experiment progress. Such extension may involve the Local Experiment Steering or Remote Experiment Steering architectural patterns.

In contrast to this architectural pattern, the Remote Design of Experiments architectural pattern analyzes and potentially also judges experiment results remotely, i.e., with significant communication delay to remote components.
5.2.6 Remote Design of Experiments

Name: Remote Design of Experiments

Problem: Certain predetermined actions need to be performed to run a set of similar experiments with different experiment plan parameters, depending on experiment results. Experiment results are analyzed and optionally also judged/controlled remotely, incurring a potentially significant communication delay.

Context: The pattern applies to a system with the following characteristics:

- An experiment design plan exists that lists the predetermined actions to be performed for creating a new experiment plan based on prior experiment results.
- An initial experiment plan exists that lists the predetermined actions to be performed while running the experiment.
- A local or remote experiment planner exists that creates the new experiment plan based on prior experiment results.
- A local experiment controller exists that executes the predetermined actions to be performed while running the experiment.
- A remote experiment analyzer exists that orients the observed information for the experiment planner.
- Sensors exist to allow for measuring experiment results.
- Actuators may exist to allow for moving or controlling something before, during and/or after running the experiment.
- Additional sensors may exist to allow for measuring something before, during and/or after running the experiment.
- Instruments may exist that contain sensors and potentially actuators.
- Robots may exist that contain actuators and potentially sensors and that execute predetermined actions from the experiment plan in an automated or autonomous fashion.
- A component may exist that post-processes raw experiment data, such as to identify features.

Forces: Only pre- and post-experiment conditions are considered in performing the predetermined actions to run a set of similar experiments with different experiment plan parameters. Only safety-related conditions during the experiment may be considered. Other changing conditions during the experiments are not considered, unless the Experiment Steering strategy pattern is being used in conjunction with this architectural pattern, such as by using the Local Experiment Steering or Remote Experiment Steering architectural patterns.

Experiment results are analyzed and optionally also judged with significant communication delay to remote components. Proper computational analysis and decision making capability does not need to be local, but must be able to respond within a certain amount of time.

Solution: The is pattern implements the Design of Experiments strategy pattern using an OODA loop control. The Orient component and optionally the Decide component of the of the OODA loop control are remote, i.e., physically located and connected in a way that does incur a significant communication delay between the components.

As in the Design of Experiments strategy pattern, an experiment controller executes each experiment using a predetermined experiment plan (Figure 5-11). The plan’s execution is automated, performed in an open loop control and may involve human interaction. The controller may monitor the experiment for safety
reasons. The experiment plan contains a complete description of the predetermined actions to be performed for running the experiment, including any safety-related responses. An experiment planner creates the experiment plan, based on an experiment design plan and prior experiment results (if any). The experiment plan change is autonomous, performed in a closed loop control and may involve human interaction. The experiment design plan contains an initial experiment plan and a plan for creating new experiment plans based on experiment results, including how to analyze and judge experiment results and change the plan accordingly. Raw experiment data may be post-processed by an optional component, such as to identify features.

The OODA loop control is formed by sensors that observe the experiment, an analyzer that orients the observed information, an experiment planner that decides on appropriate actions, and an experiment controller and actuators that perform the appropriate actions. As some components of the OODA loop control are remote, component-local storage and explicit data transfer between components may be used for sensor, analyzer, planner and controller data. Control messages between these components orchestrate the control flow.

![Diagram of the OODA loop control](image)

**Figure 5-11. Remote Design of Experiments architectural pattern components and control/data flow**

**Capabilities:**

This pattern offers an open loop control with safety-related feedback on the experiment and a separate closed OODA loop control with feedback on experiment results. Experiment plan execution is automated within the open loop control, i.e., its list of actions is performed without external or human intervention that can unnecessarily hold up execution. Experiment design plan execution is autonomous, i.e., it creates a new experiment plan after each experiment based on experiment results and is performed without external or human intervention that can unnecessarily hold up execution. A set of similar experiments with different experiment plan parameters is controlled. There is no significant communication delay to remote components in the open loop control, as the experiment controller is local. There is a significant communication delay to remote components in the closed OODA loop control, as the experiment results
are analyzed remotely and the experiment planner may be remote as well.

**Resulting Context:** An experiment is executed autonomously with different experiment plan parameters using a predetermined experiment plan, with the plan’s parameters changing autonomously between experiments based on experiment results. Experiment results are analyzed and potentially also judged remotely, i.e., with significant communication delay to remote components.

**Related Patterns:** This architectural pattern implements the Design of Experiments strategy pattern. It relies on the Experiment Control strategy pattern for automatically executing a predetermined experiment plan. This architectural pattern can be extended using the Experiment Steering strategy pattern (instead of the Experiment Control strategy pattern) for autonomously executing a predetermined experiment plan, with the plan’s parameters changing autonomously during experiments based on experiment progress. Such extension may involve the Local Experiment Steering or Remote Experiment Steering architectural patterns.

In contrast to this architectural pattern, the Local Design of Experiments architectural pattern analyzes and judges experiment results locally, i.e., without significant communication delay to remote components.
6. BUILDING SOLUTIONS USING SCIENCE USE CASE DESIGN PATTERNS

The science use case design patterns detailed in the catalog focus on the inherent open or closed loop control problem as a common problem to be solved in reducing human-in-the-loop requirements with machine-in-the-loop capabilities. Scientific instruments, robot-controlled laboratories and edge/center computing/data resources are connected in a loop control to enable autonomous experiments, “self-driving” laboratories, smart manufacturing, and AI-driven design, discovery and evaluation. Each science use case design pattern consists of a behavior and a set of interfaces in the context of performing a single or a set of experiments in an open or closed loop control. The abstract design pattern definitions describe solutions free of implementation details.

The science use case design patterns are divided into two different classes: (1) strategy patterns that define high-level solution methods using experiment control architecture features at a very coarse granularity, and (2) architectural patterns that define more specific solution methods using hardware and software architecture features at a finer granularity. The architectural patterns inherit the features of their parent strategy patterns, but also address additional problems that are not exposed at the high abstraction level of the strategy patterns.

6.1 A STEP-BY-STEP GUIDE

Building a complete solution from an existing science use case requires dissecting the science use case by the open or closed loop control problem or problems it contains. Each loop control problem needs to be identified, including its properties and hardware/software architectural features. A step-by-step decomposition process would work as follows:

1. Clearly define the experiment or experiments that are being performed
2. Identify the loop control problem or problems that exist for each experiment
3. Classify each loop control problem by a strategy pattern
4. Identify the individual components of each loop control problem and associated strategy pattern
5. Classify each loop control problem by an architectural pattern that matches its strategy pattern
6. Match the identified components with the components of the architectural patterns
7. Design the hardware/software architecture of the solution based on the architectural patterns and the corresponding matched components, using the pattern properties as design guidelines

What is the experiment?: It is important to clearly define the experiment or experiments, as the wrong definition ultimately leads the designer down the wrong path. It is often easier to think of an experiment as a concrete test process that demonstrates a specific known truth, examines the validity of a specific hypothesis, or determines specific properties of something. Clearly identifying the experiment devices, such as sensors, actuators, instruments and robots, is part of that definition as well. It is quite possible that one experiment in a laboratory tries to accomplish multiple objectives, in which case a single multi-objective experiment could be split up into multiple experiments, especially if it involves a workflow or completely separated loop control problems. There is no hard rule on this and any such split would be on a case-by-case basis.

Which loop control problems exist?: Separating out what is being controlled and how is the key to identifying the loop control problem or problems that exist for each experiment. In pretty much all cases, there is some type of simple open loop control, as described in the Experiment Control strategy pattern. Additional loop control problems may exist that may extend the simple open loop control, such as to the
Experiment Steering strategy pattern, or uses/relied on the simple open loop control, such as with the Design of Experiments strategy pattern. There also may be multiple loop control problems for the same experiment, such as a combination of the the Experiment Steering and Design of Experiments strategy patterns. Similarly, a multi-objective experiment may have multiple loop control problems for different parts of the experiment, potentially requiring it to be split up into multiple experiment. Obviously, a multi-experiment workflow may have loop control problems for each experiment in the workflow. Pattern combinations that solve such issues are discussed in Section 6.2.

Who is in control?: The science use case design patterns have one controller component and some have an additional planner component. These are not necessarily physical standalone components. Instead, an analyzer may already contain the decision-making logic and also act as a controller or planner. Similarly, the controller or planner may require human input or may be a human itself. While the goal is to reduce human-in-the-loop requirements with machine-in-the-loop capabilities, this may be a process that requires a transition and some human-in-the-loop requirements may not necessarily completely eliminated.

Which strategy pattern?: The key differences in features between the 4 strategy patterns are (1) no feedback, (2) feedback for the same experiment, (3) feedback for the next experiment, and (4) workflow of multiple experiments. If there is no feedback, then Experiment Control is the right strategy pattern. If there is feedback for the same experiment, such as changing a parameter based on a measurement to observe how that or another measurement changes, then Experiment Steering is the right strategy pattern. If there is feedback for the next experiment, such as to change the parameters and re-run the experiment, then Design of Experiments is the right strategy pattern. There are experiments, where the experiment plan constantly evolves as the experiment is performed, based on measurements. In this case, either Experiment Steering or Design of Experiments may be used, whichever is closer. In this case, using Design of Experiments splits the experiment into multiple separate experiments with different experiment plans. Multi-Experiment Workflow is used whenever there are multiple experiments without feedback. There could be a greater feedback loop over multiple experiments in a workflow. In this case, a separate strategy pattern is employed (see Section 6.2).

What is local? What is remote?: The architectural science use case design patterns distinguish between local and remote components based on communication delay. Any potentially significant communication delay to a component makes it a remote component. The term “significant communication delay” is purposely not clearly defined to give designers room for interpretation. There may be other reasons for defining a component as remote, such as when a component is physically located at an entirely different location that does not necessarily incur a significant communication delay but requires a special way of communication. A human that acts as a planner and communicates with the rest of the system via e-mail or a graphical user interface (GUI) would likely also be considered a remote component.

6.2 PATTERN COMPOSITIONS

A solution may require the composition of science use case design patterns. A simple example from the pattern catalog is the Design of Experiments strategy pattern that already uses the Experiment Control strategy pattern, but could use the Experiment Steering strategy pattern instead. Similarly, the Multi-Experiment Workflow strategy pattern already uses the Experiment Control strategy pattern, but could use the Experiment Steering strategy pattern, the Design of Experiments strategy patterns, or a combination of Experiment Control, Experiment Steering and Design of Experiments strategy patterns instead. This composition of strategy patterns is then also reflected in composition of architectural patterns.
The decision to compose a solution from multiple science use case design patterns depends on the actual properties of the solution. The most significant indicator is the need for multiple, different control loops. Another indicator is the existence of a Multi-Experiment Workflow with different experiments that have different control loops. The number and properties of the control loops typically define the composition of science use case design patterns, from strategy to architecture. Note that there may be more than one control loop implementing the same strategy and even architectural pattern, but with different properties. For example, there may be multiple Local Experiment Steering control loops that are independent from each other. They may operate with different timing requirements, perform analysis on different computational resources and modify different parameters independent from each other.

The following example illustrates the composition of science use case design patterns. In this solution, there is a control loop for Experiment Steering to change parameters based on observation as the experiment is progressing. There is also a second control loop for Design of Experiments to change the Experiment Plan based on the prior experiment result after each experiment. Figure 6-1 illustrates the involved components and control/data flow of the Experiment Steering and the Design of Experiments strategy pattern composition. The Experiment Design Plan and the Experiment Planner are exclusive parts of the Design of Experiments strategy pattern, while the other components are part of the Experiment Steering strategy pattern that the Design of Experiments strategy pattern is using as its experiment to control from an Experiment Plan perspective.

**Figure 6-1. Example: Components and control/data flow of Experiment Steering and Design of Experiments strategy pattern composition**

In the given science use case example, the Experiment Steering utilizes a local shared storage device, such as a small network attached storage (NAS), for all sensor data and its analysis results. It also relies on a local computational resource, such as an NVIDIA Jetson Nano, for analysis and decision making. The Design of Experiments transfers the sensor data of the entire experiment from the shared storage device to a remote analyzer, such as an NVIDIA DGX system. Its analysis results are evaluated and a new experiment plan is created by the Controller on a desktop system running a GUI. The corresponding involved components and control/data flow of the Local Experiment Steering and the Remote Design of Experiments architectural pattern composition is shown in Figure 6-2.

This is just an example of how a solution may require the composition of science use case design patterns. Different logical components may utilize the same physical components, such as when different control loops use the same storage device or the same computational resource for analysis and/or control. For example, separate controllers for different Experiment Steering control loops may use exactly the same physical component, such as a Raspberry Pi, for storing and analyzing sensor data and for issuing different, non-conflicting control commands to a robot.
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